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Abstract:

Machine printed Ming-font Chinese characters usually have large black areas in the sharp turns of strokes, and most conventional thinning algorithms will produce some spurious branches in these sharp turns. In this paper we have developed a new thinning algorithm based on tracing and stripping the boundary pixels of a character, and this algorithm will in general produce no spurious branches in these sharp turns of strokes. Thus we can use the thinning results to extract the topological features such as end-points, break-points and cross-points, etc. These features will be stable under rotation and noise corruption.
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1. Introduction

If we want to extract the topological features of a character, thinning seems to be a necessary step. This is why many recent papers on character recognition [1-4] use thinning as an essential step. However, there are many thinning algorithms [5-8] and each has its own deficiency and imperfection for some cases. In this report we want to do Chinese character thinning and so the domain is limited in some sense. In the beginning we try an algorithm developed by Zhang and Suen [5], which is the simplest one for implementation, but the result is unsatisfactory. The problem comes from that a Ming-font character generally has a large black area in a sharp turn of a stroke, and this will produce a spurious branch and thus produce an extra endpoint and also an extra forkpoint. Later on we try another algorithm developed by Chu and Suen [6], where they have made several comparisons with other typical thinning algorithms and have shown that their method is better than others for characters. Unfortunately, we find that in their paper the description of the algorithm contains a lot of errors and in some important steps the description is unclear. Finally, we have to develop our own algorithm.

The idea of stripping the boundary pixels in Chu and Suen's paper is nice and we follow this idea. We first fill the holes and define some 3 x 3 window patterns as one-pixels
wart, corner point, break point, end point, crosss point, trace point and base point (see section 2). Then we trace the boundary of a character and strip the boundary pixels by checking each pixel's 3 x 3 window patterns. After the end of stripping we delete those too short branches. Experiments show that the thinning results for Ming-font characters are satisfactory, and in general will produce no spurious branches at the sharp turns of strokes.

2. The New Thinning Algorithm

This algorithm consists of two parts used to obtain the skeletons of Chinese characters. The first part includes following three steps: (1) fill-delete (2) label (3) strip. The three steps are iterated for several times until the pattern cannot be thinned anymore. Thus we can obtain the rough skeleton of the character. The second part modifies the skeleton by deleting the error branches caused by thinning.

The following definitions are used to represent special figures of points and their 8-connected neighbors.

A. one-pixel hole

\[
\begin{array}{c}
X 1 X \\
1 0 1 \\
X 1 X
\end{array}
\]

X represents don't care condition

B. one-pixel wart

\[
\begin{array}{cccccccc}
1 & 0 & 0 & 0 & 0 & 0 & 0 & 1 \\
1 & 1 & 0 & 0 & 1 & 0 & 0 & 1 \\
1 & 0 & 0 & 1 & 1 & 1 & 0 & 0 \\
1 & 0 & 0 & 1 & 1 & 1 & 0 & 0
\end{array}
\]
C. corner point

```
1 1 0 0 0 0 0 0 0 1 1
1 1 0 1 1 0 0 1 1 0 1 1
0 0 0 1 1 0 0 1 1 0 0 0
```

D. break point

```
A A A 1 0 A A 0 1 A A A
0 1 A 0 1 A A 1 0 A 1 0
1 0 A A A A A A A 0 1
B B B B 0 C A A A A A
0 1 0 B 1 C A 0 0 0 0 0
C C C B 0 C at least one "B" is "1",
```

E. end point

```
1 0 0 0 1 0 0 0 1 0 0 0
0 1 0 0 1 0 0 1 0 0 1 1
0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0
0 1 0 0 1 0 0 1 0 1 1 0
0 0 1 0 1 0 1 0 0 0 0 0
```

F. cross point

```
0 1 0
1 1 1
0 1 0
```

G. trace point

```
X A X
A 1 A X represents don't care condition,
X A X at least one "A" is "0"
```

H. bare point - when the trace point is stripped, its
nonzero 4-connected neighbors are called
bare points. e.g.,

```
X 0 X 0 0 X
1 0 1 0 0 1 these 1's are bare points
X 1 X X 1 X
```

G. non-deleting point - includes end points and break points

1. contour point - during the stripping process,
   contour points consist of trace points,
bare points and non-deleting points.

This thinning algorithm consists of following three steps which are done repeatedly until the pattern is reduced to skeleton.

A. fill-delete

This step smooths the pattern by (1) filling one-pixel holes (2) deleting one-pixel warts and (3) deleting corner points. e.g.,

(1) \[
\begin{array}{ccc}
X & 1 & X \\
1 & 0 & 1 \rightarrow & 1 & 1 & 1 \\
X & 1 & X \\
\end{array}
\]

(2) \[
\begin{array}{ccc}
1 & 0 & 0 \\
1 & 1 & 0 \rightarrow & 1 & 0 & 0 \\
1 & 0 & 0 \\
\end{array}
\rightarrow
\begin{array}{ccc}
0 & 0 & 0 \\
0 & 1 & 0 \rightarrow & 0 & 0 & 0 \\
1 & 1 & 1 \\
\end{array}
\]

(3) \[
\begin{array}{ccc}
1 & 1 & 0 \\
1 & 1 & 0 \rightarrow & 1 & 0 & 0 \\
0 & 0 & 0 \\
\end{array}
\rightarrow
\begin{array}{ccc}
0 & 0 & 0 \\
1 & 1 & 0 \rightarrow & 1 & 0 & 0 \\
1 & 1 & 0 \\
\end{array}
\]

B. label

This step label the outer and inner contour points to be the trace points "T". e.g.,

\[
\begin{array}{ccc}
1 & 0 & 0 \\
1 & 1 & 1 \rightarrow & 1 & 1 & 1 \\
1 & 1 & 1 \\
\end{array}
\rightarrow
\begin{array}{ccc}
0 & 0 & 0 \\
0 & 1 & 1 \rightarrow & 0 & 1 & 1 \\
1 & 1 & 1 \\
\end{array}
\]

If all points remained are trace points except cross points, then, after stripping, the final pattern is just the skeleton.

C. strip

This step is more complicated in order to strip the trace points along the outer and inner contours. At
first we define the 8-connected neighbors of a point, and the scanning sequences as the following:

H A B
G X C  X is the concerning point
F E D

Table 1  Start scanning sequence

<table>
<thead>
<tr>
<th>Type of scanning</th>
<th>Start scanning sequence</th>
</tr>
</thead>
<tbody>
<tr>
<td>Outer clockwise scanning</td>
<td>C D E F G H A B</td>
</tr>
<tr>
<td>Inner clockwise scanning</td>
<td>E F G H A B C D</td>
</tr>
<tr>
<td>Outer counter clockwise scanning</td>
<td>G F E D C B A H</td>
</tr>
</tbody>
</table>

Table 2  Next scanning sequence

<table>
<thead>
<tr>
<th>Position of X in previous window</th>
<th>Clockwise scanning</th>
<th>Counter clockwise scanning</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>F G H A B C D E</td>
<td>D C B A H G F E</td>
</tr>
<tr>
<td>B</td>
<td>G H A B C D E F</td>
<td>E D C B A H G F</td>
</tr>
<tr>
<td>C</td>
<td>H A B C D E F G</td>
<td>F E D C B A H</td>
</tr>
<tr>
<td>D</td>
<td>A B C D E F G H</td>
<td>G F E D C B A H</td>
</tr>
<tr>
<td>E</td>
<td>B C D E F G H A</td>
<td>H G F E D C B A</td>
</tr>
<tr>
<td>F</td>
<td>C D E F G H A B</td>
<td>A H G F E D C B</td>
</tr>
<tr>
<td>G</td>
<td>D E F G H A B C</td>
<td>B A H G F E D C</td>
</tr>
<tr>
<td>H</td>
<td>E F G H A B C D</td>
<td>C B A H G F E D</td>
</tr>
</tbody>
</table>

Now we begin to strip the pattern by following processes:

(1) Search the first trace point by system scanning. If there is no trace point remained, return to fill-delete pass.

(2) Look for the neighboring contour point by the outer clockwise start scanning sequence. If the first nonzero point we found is contour point, then go to (6).

(3) Look for the neighboring contour point by the inner clockwise start scanning sequence. If the first nonzero
point we found is contour point, then go to (6).

(4) Look for the neighboring contour point by the outer
counter clockwise start scanning sequence. If the first
nonzero point we found is contour point, then go to (7)

(5) If we cannot find the contour point by these sequences,
strip the point concerning.

(6) Use clockwise next scanning sequence to find next
contour point and check it to see:

(a) If it is the starting trace point and is not
non-deleting point, then delete it and return to
(1). Whenever we delete a trace point, we mark its
nonzero 4-neighbors with "B" as bare points.

(b) If it is non-deleting point, mark it with "N",
otherwise, delete it and mark its bare points.
Search the neighboring contour point by the next
scanning sequence. If the first nonzero point we
found is "1", reset the starting scanning neighbor
and go to (7), otherwise return to (6)-(a).

(7) The same as (6) except that we use counter clockwise
next scanning sequence and we will always find contour
point by counter clockwise scanning.
3. Modifying

There may be some error branches occurred during the thinning process. We will delete them according to their length by the following steps.

A. Find all end-points.

B. Trace the branches from end-points and check the following conditions:

(1) If the point is neither fork point nor end point, go on tracing until the length exceeds the threshold value, then trace next branch.

(2) When meet another end-point within threshold value, then trace next branch.

(3) When meet fork-point within threshold value, delete the whole branch, then trace next branch.

The modifying process is finished when all end points have been traced.

4. Experimental Results

Some experimental results for Ming-font characters are shown in Fig. 1, where at the sharp turns of strokes there are no spurious branches. But Zhang and Suen's algorithm will produce spurious branches as shown in Fig. 2. This shows that our new algorithm is far better than Zhang and Suen's and is suitable for Chinese characters.
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Fig. 1 Some thinning results based on our new algorithm.

Fig. 2 Some thinning results (from Fig. 1) based on Zhang and Suen's algorithm.